# Question

Given an integer array arr, count how many elements x there are, such that x + 1 is also in arr.

If there're duplicates in arr, count them seperately.

**Example 1:**

**Input:** arr = [1,2,3]

**Output:** 2

**Explanation:** 1 and 2 are counted cause 2 and 3 are in arr.

**Example 2:**

**Input:** arr = [1,1,3,3,5,5,7,7]

**Output:** 0

**Explanation:** No numbers are counted, cause there's no 2, 4, 6, or 8 in arr.

**Example 3:**

**Input:** arr = [1,3,2,3,5,0]

**Output:** 3

**Explanation:** 0, 1 and 2 are counted cause 1, 2 and 3 are in arr.

**Example 4:**

**Input:** arr = [1,1,2,2]

**Output:** 2

**Explanation:** Two 1s are counted cause 2 is in arr.

**Example 5:**

**Input:** arr = [1,1,2]

**Output:** 2

**Explanation:** Both 1s are counted because 2 is in the array.

**Constraints:**

* 1 <= arr.length <= 1000
* 0 <= arr[i] <= 1000

  Hide Hint #1

Use hashset to store all elements.

Hide Hint #2

Loop again to count all valid elements.

# Solution

## **Solution**

#### **Approach 1: Search with Array**

**Intuition**

The simplest way of solving this problem is to loop through each integer, x, checking whether or not it should be counted. This requires checking whether or not x + 1 is in arr.

define function count\_elements(arr):

count = 0

for each x in arr:

if integer\_in\_array(arr, x + 1):

count = count + 1

return count

To implement the integer\_in\_array function in the above algorithm, we can use **linear search**. To do a linear search, we need to loop through each integer of arr. If we find the integer that we're looking for, then return true. If we get to the end of arr, then we know the integer is not there, and so should return false.

define function integer\_in\_array(arr, target):

for each x in arr:

if target is equal to x:

return true

return false

Many programming languages have a built in function for checking whether or not an integer is in arr, e.g. Python.

**Algorithm**

|  |
| --- |
| class Solution {  public int countElements(int[] arr) {  int count = 0;  for (int x : arr) {  if (integerInArray(arr, x + 1)) {  count++;  }  }  return count;  }  public boolean integerInArray(int[] arr, int target) {  for (int x : arr) {  if (x == target) {  return true;  }  }  return false;  }  } |

|  |
| --- |
| def countElements(self, arr: List[int]) -> int:  count = 0  for x in arr:  if x + 1 in arr:  count += 1  return count  # Note that we could also do this as a one-liner generator comprehension.  # return sum(1 for x in arr if x + 1 in arr) |

**Complexity Analysis**

Let N*N* be the length of the input array, arr.

* Time complexity : O(N^2)*O*(*N*2).

We loop through each of the N*N* integers x, checking whether or not x + 1 is also in arr. Checking whether or not x + 1 is in arr is done using linear search, which requires checking through all N*N* integers in arr. Because we're doing N*N* operations N*N* times, we get a time complexity of O(N^2)*O*(*N*2).

* Space complexity : O(1)*O*(1).

We are only using a constant number of single-value variables (e.g. count), giving us a space complexity of O(1)*O*(1).

#### **Approach 2: Search with HashSet**

**Intuition**

If you're not familiar with the HashSet data structure, check out our [Hash Tables Explore Card](https://leetcode.com/explore/learn/card/hash-table/) to get up to speed.

The above algorithm will work fine for the maximum array length we're given here. However, we can do a lot better than O(N^2)*O*(*N*2), and an interviewer will no doubt expect you to come up with a better way.

The reason why the algorithm above was so inefficient is because we're performing N*N* linear searches, each with a cost of O(N)*O*(*N*). When we have an algorithm that is performing many linear searches to check for item existence, we should instead be looking to change the way the data is stored so that the time complexity of doing each search is less.

Recall that looking up items in a HashSet has a cost of O(1)*O*(1). Creating a HashSet from an array of N*N* items has a cost of O(N)*O*(*N*). We only need to create the HashSet once. After that, we can then replace all O(N)*O*(*N*) linear searches with O(1)*O*(1) HashSet lookups.

Before we go any further, here is an algorithm that is incorrect. Try to spot what the problem is; we'll discuss it just below.

define function count\_elements(arr):

hash\_set = a new HashSet

add all integers of arr to hash\_set

count = 0

for each x in hash\_set:

if hash\_set contains x + 1:

count = count + 1

return count

Did you spot the bug? If there were duplicates in arr, then the count returned will be too low!

Recall that a HashSet removes duplicates. Consider a case like arr = [1, 1, 2]. The HashSet will be {1, 2}. Therefore, the above code will loop over each integer in the HashSet, which is only one copy of 1. Yet arr had two copies of 1.

To fix it, we need to loop over arr, but do the existence checks using the HashSet.

define function count\_elements(arr):

hash\_set = a new HashSet

add all integers of arr to hash\_set

count = 0

for each x in arr:

if hash\_set contains x + 1:

count = count + 1

return count

**Algorithm**

|  |
| --- |
| public int countElements(int[] arr) {  Set<Integer> hashSet = new HashSet<>();  for (int x : arr) {  hashSet.add(x);  }  int count = 0;  for (int x : arr) {  if (hashSet.contains(x + 1)) {  count++;  }  }  return count;  } |

|  |
| --- |
| def countElements(self, arr: List[int]) -> int:  hash\_set = set(arr)  count = 0  for x in arr:  if x + 1 in hash\_set:  count += 1  return count |

**Complexity Analysis**

Let N*N* be the length of the input array, arr.

* Time complexity : O(N)*O*(*N*).

Creating a HashSet from N*N* integers takes O(N)*O*(*N*) time. We then need to loop over each of the N*N* integers like before, except this time we check for x + 1 by seeing if it is in the HashSet; an O(1)*O*(1) operation. This gives us a total time complexity of O(N) + N \cdot O(1) = O(N) + O(N) = O(N)*O*(*N*)+*N*⋅*O*(1)=*O*(*N*)+*O*(*N*)=*O*(*N*).

* Space complexity : O(N)*O*(*N*).

The HashSet needs to store each unique integer from arr. In the worst case, all the integers in arr will be unique, meaning that the HashSet has a space complexity of O(N)*O*(*N*).

It's interesting to note that O(N)*O*(*N*) is an upper bound on the space complexity. If U*U* is the number of unique integers in arr, then the space complexity could more accurately be represented as O(U)*O*(*U*).

#### **Approach 3: Search with Sorted Array**

**Intuition**

Another way of changing the data storage to allow for more efficient searching is to sort it. Sorting has a time complexity of O(N \, \log \, N)*O*(*N*log*N*), and searching for integers in a sorted array, using binary search, has a cost of O(\log \, N)*O*(log*N*). This will give us a total time complexity of O(N \, \log \, N)*O*(*N*log*N*).

define function countElements(arr):

sort arr

count = 0

for each x in arr:

binary search for x + 1 in arr

if x + 1 is in arr:

count = count + 1

return count

The main challenge of this approach would be needing to implement your own binary search.

However, we don't actually need to use binary search! If we iterate over the sorted arr, then we know that if x + 1 exists, it will be after all the copies of x.

![Searching for x + 1 in sorted arr.](data:image/png;base64,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)

Each copy of x should be counted if at least one copy of x + 1 exists. Therefore, we can iterate down the sorted arr, keeping track of how many times the current x has appeared. When we get to a different integer, we can check if it's x + 1, and if it is, then the number of x we saw should be added to count.

define function countElements(arr):

sort arr

count = 0

run\_length = 1

for each i in range 1 to arr.length - 1:

if arr[i - 1] is not equal to arr[i]:

if arr[i - 1] + 1 is equal to arr[i]:

count = count + run\_length

run\_length = 0

run\_length = run\_length + 1

return count

Here is an animation of this approach.

|  |
| --- |
| public int countElements(int[] arr) {  Arrays.sort(arr);  int count = 0;  int runLength = 1;  for (int i = 1; i < arr.length; i++) {  if (arr[i - 1] != arr[i]) {  if (arr[i - 1] + 1 == arr[i]) {  count += runLength;  }  runLength = 0;  }  runLength++;  }  return count;  } |

|  |
| --- |
| def countElements(self, arr: List[int]) -> int:  arr.sort()  count = 0  run\_length = 1  for i in range(len(arr)):  if arr[i - 1] != arr[i]:  if arr[i - 1] + 1 == arr[i]:  count += run\_length  run\_length = 0  run\_length += 1  return count |

**Complexity Analysis**

* Time complexity : O(N \, \log \, N)*O*(*N*log*N*).

Sorting using a built-in sorting algorithm has a cost of O(N \, \log \, N)*O*(*N*log*N*). After that, we do a single pass through arr, which has a cost of O(N)*O*(*N*), giving us a total time complexity of O(N \, \log \, N) + O(N) = O(N \, \log \, N)*O*(*N*log*N*)+*O*(*N*)=*O*(*N*log*N*).

* Space complexity : varies from O(N)*O*(*N*) to O(1)*O*(1).

The space complexity of this approach is dependent on the space complexity of the sorting algorithm you're using. The space complexity of sorting algorithms built into programming languages is generally anywhere from O(N)*O*(*N*) to O(1)*O*(1).

Notice that you could implement your own O(N \, \log \, N)*O*(*N*log*N*) time complexity, O(1)*O*(1) space complexity, sorting algorithm if needed. In practice, O(N \, \log \, N)*O*(*N*log*N*) is not much worse than O(N)*O*(*N*), and so this approach provides an interesting contrast to Approach 2 (which had a space complexity of O(N)*O*(*N*)).